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the combined process model InnoDev is presented. 
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1 INTRODUCTION 

How to organize agile development in order to deliver faster, better, and cheaper solutions is an ongoing 

discussion in software engineering circles (Dybå and Dingsøyr 2008). Limitations found in agile 

methods, such as Scrum, include problem understanding and solution finding (Lindberg et al. 2011), 

scaling (Vilkki 2010), and lack of attention towards design by (Dybå and Dingsøyr 2008). These 

limitations can lead to severe consequences such as: a company launching the “wrong” products, 

resulting in poor market reception, or necessary rework requiring extra engineering hours and 

investments (Verganti 1997). In order to improve problem understanding and solution, as well as 

attention towards design, researchers suggests the integration of Design Thinking with agile software 

development (Lindberg et al. 2011). Design thinking is a set of practices that helps organizations to 

solve complex problems by reducing bias, encouraging innovation and inspiring people to become more 

creative (Liedtka 2011). Such an integration has been researched in different settings, such as large 

business organizations (Häger et al. 2015), startup-like environments (de Paula and Araújo 2016) and 

educational settings (Lindberg et al. 2011).  

Lean Startup is considered as a complementary approach to Design Thinking and agile software 

development that helps to create scalable plans (Grossman-Kahn and Rosensweig 2012; Hildenbrand 

and Meyer 2012; de Paula and Araújo 2016). Lean Startup is a “set of practices for helping entrepreneurs 

increase their odds of building a successful startup” (Ries 2011, p.37) by improving productivity, time-

to-market, product quality and customer satisfaction (Rodríguez et al. 2012). According to (Grossman-

Kahn and Rosensweig 2012), using the three approaches together makes particular sense because Design 

Thinking provides a roadmap to creative and human-centered solutions, agile methods optimize the 

process and enable the team to move quickly and Lean Startup provides a framework to validate and 

measure the product life cycle.  However, a seamless integration of Design Thinking and Lean Startup 

into agile development processes of software development companies is still subject to research 

(Lindberg et al. 2011; Rodríguez et al. 2012). To increase the likelihood of a successful integration of 

Design Thinking, Lean Startup and agile into one process, this study aims to develop a new conceptual 

model by singling out the relevant dimensions that may improve the new software development process 

from two already existing models: DT@Scrum proposed by Häger et al. (Häger et al. 2015) and MoIT 

proposed by de Paula (de Paula and Araújo 2016). DT@Scrum is “an approach that combines Design 

Thinking and Scrum in order to create an agile software development process that can deliver the 

innovative customer-oriented products and services required by competitive companies” (Häger et al. 

2015, p.2). MoIT, on the other hand, is an approach that combines Design Thinking, Scrum, and Lean 

Startup in order to teach startups on how to develop innovative products. We first extract detailed 

knowledge of the two models’ composition using the principle of Method Engineering (Ter Hofstede 

and Verhoef 1997). Second, a cross-case analysis is performed by pattern matching as suggested by Yin 

(Yin 2003). The results of the comparison are further analysed to identify relevant aspects that can be 

aggregated into a new conceptual model, called InnoDev aimed at enhancing the innovativeness in IT 

development.  

2 LITERATURE REVIEW 

Agile methods (e.g. Kanban, Scrum) have been recommended for software development due to its 

benefits in relation to reducing the development time, increasing the flexibility and quality of the product 

(Erickson et al. 2005, p.89). In particular, Scrum focuses on project management in situations where it 

is difficult to plan ahead; with mechanisms such as feedback loops, self-organizing teams and sprints as 

its core elements (Schwaber and Beedle 2001). However, a comprehensive systematic literature review 

conducted by (Dybå and Dingsøyr 2008) concluded that a limitation that has repeatedly been mentioned 

in the literature related to Scrum is the lack of attention to design. In accordance with this finding, 

(Lindberg et al. 2011) discuss problem understanding and solution finding as another limitation of IT 

teams in general and especially agile teams. In order to overcome this restriction and encourage more 

interdisciplinary collaboration, there have been serious efforts (Lindberg et al. 2011; Hildenbrand and 

Meyer 2012) to introduce design methods, especially Design Thinking to IT development. In these 

efforts Deign Thinking is commonly used as a means to requirements analysis and elicitation before the 

actual agile development. At the core of Design Thinking are four key elements: the iterative process 

including various methods and tools supporting each phase, multidisciplinary teams, creative space and 
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a designer’s mindset (Wölbling et al. 2012). According to (Beverland and Farrelly 2007), Design 

Thinking offers a potent way to develop superior products and facilitate product appropriateness by 

enhancing team collaboration and improving idea generation. Similarly, it has been argued that 

incorporating Design Thinking into the software development process can result in cost savings due to 

reductions in redesign work, as well as shortening the length of the process itself (Lindberg et al. 2011). 

By making a comparison between Design Thinking and agile practices, it is possible to identify some 

strong parallels such as team collaboration (Schwaber and Beedle 2001), direct iterative learning 

(Larman 2004) and the ability to solve wicked problems. 

Even though a number of studies on how to integrate Design Thinking with agile practices have been 

conducted, some authors suggest that there are limitations in using only those two approaches. The main 

limitation mentioned is that neither Design Thinking nor agile practices offer support on how to track 

growth and how to scale the product after its launch (Vilkki 2010; Grossman-Kahn and Rosensweig 

2012). For instance, in the context of SMEs and startups, scalability represents the most important 

architectural aspect and should be addressed as soon as possible (Thorpe et al. 2005). Therefore, a 

balance must be found between flexibility and repeatability in their organizations’ knowledge 

management and processes in order to plan for scale (Paternoster et al. 2014). In this regard, several 

authors propose to use Lean Startup to address those limitations (Grossman-Kahn and Rosensweig 2012; 

Hildenbrand and Meyer 2012; de Paula and Araújo 2016). A core component of Lean Startup is the 

build-measure-learn life cycle, which provides guidance on how to develop a product that meets its 

value proposition, the MVP – Minimum Viable Product without waste (Ries 2011). In addition, the lean 

life cycle includes actionable metrics, AARRR - Acquisition, Activation, Retention, Revenue and 

Referral, which can be used to assess the product performance according to the users acceptance 

(Maurya 2012). For instance, to measure acquisition it is possible to use a specific test environment that 

allows for quantitative measuring of user feedback, such as a landing page. Another core element of the 

Lean Startup is the concept of pivot. "A pivot is a special kind of change designed to test a new 

fundamental hypothesis about the product, business model, and engine of growth” (Ries 2011, p.168). 

Table 1. Design Thinking-agile models for software development 

Model Specialty Focus Target group 

(Grossman-Kahn and 

Rosensweig 2012) 

Lean Startup was integrated 

and tested in a laboratory.  

identify the solution 

+ deliver a prototype. 

Startups. 

(Hildenbrand and 

Meyer 2012) 

The use of lean thinking 

concepts throughout the 

development process. 

identify + implement 

the solution. 

Inexperienced 

teams. 

(Häger et al. 2015) Scrum is used to structure 

Design Thinking activities. 

identify + implement 

the solution. 

Large software 

organizations. 

(de Paula and Araújo 

2016) 

Lean Startup was integrated 

and tested with undergraduate 

students. 

identify, implement 

+ scale the solution. 

Startups. 

   

The characterization of new theories on how to integrate Design Thinking into the agile process has 

been progressing in the literature. Table 1 summarizes some of the existing models. (Grossman-Kahn 

and Rosensweig 2012) propose a design-led, multidisciplinary model to build innovation capacity 

through the integration of diverse innovation methodologies such as Design Thinking, Lean Startup and 

agile practices. By validating the model with a team from the Nordstrom Innovation Lab, the authors 

suggest that software development teams should be guided by a clearly defined set of end goals and 

mindsets, rather than a rigid adherence to specific tools or processes. Similarly, (Hildenbrand and Meyer 

2012) introduced the concept of lean thinking and developed a model using Design Thinking and agile 

methods to optimize the training experience for software professionals and their coaches. The authors 

suggest that lean thinking is closely intertwined in many ways with Design Thinking and they 

complement each other very well. (Häger et al. 2015) present DT@Scrum, a process model for large 

organizations that seamlessly integrates Design Thinking and Scrum. Unlike the other models, the 

authors use agile concepts, such as sprints and backlogs, to plan and structure the Design Thinking 

activities. (de Paula and Araújo 2016) developed a model using agile, lean start up and Design Thinking 

by combining the models of (Grossman-Kahn and Rosensweig 2012) and (Hildenbrand and Meyer 
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2012). It is based on previous research (de Paula and Araújo 2016) and aims to identify, implement and 

scale solutions in a startup environment.  

Even though there are many models, a generally accepted model has not yet emerged. In order to come 

to an agreement on the core concepts for software development, it is required to balance the existing 

contributions by making a comparison between the most recent models in order to identify and analyse 

relevant aspects from each model. 

3 RESEARCH METHOD  

This study entails a qualitative comparative cross-case analysis (Miles and Huberman 1994) of two 

software development models, DT@Scrum proposed by (Häger et al. 2015) and MoIT proposed by (de 

Paula and Araújo 2016) in order explore how Design Thinking, Lean Startup and Scrum can be 

successfully integrated into the software development process. Qualitative comparative analysis can be 

used to accumulate, organize, and interpret the studies, with the aim of achieving a level of 

understanding that transcends the results of the individual studies (Ragin 1987). For this study, the 

qualitative comparative cross-case analysis was adapted from (Yin 2003) and consists of three main 

activities: to develop a detailed analysis of the selected models, compare concepts and relations that 

emerged from the analysis and develop a new model based on the comparison analysis. 

3.1 Research questions 

In this article, the following central research question guided the next steps: How can Design Thinking, 

Lean Startup and agile practices be successfully integrated into one software development process? The 

following specific research question was used to guide the comparison analysis and synthesis of results: 

What are the relevant aspects of a software development process used by a startup environment that 

could be used by large organizations and vice versa?  

3.2 Case selection 

In order to answer the specific research question, we aim to compare to models designed for an 

organizational environment and a start-up environment. The case selection combined criterion sampling 

and convenience sampling (Patton, 1990). The two models were included in this study because of their 

different targets. While DT@Scrum aims to combine Design Thinking and Scrum to be used by software 

teams in large organizations, MoIT aims to support startups to develop innovative products using Design 

Thinking, agile practices and Lean Startup. This variation increases the likelihood to generate theoretical 

insights from a cross-case analysis (Yin 2003). Additionally, both cases were easily accessible due to 

existing personal connections, and there were no confidentiality issues to collect the data and publish 

the results. The table below summarizes the characteristics of the selected models.  

Table 2. The characteristics of the selected models 
 

DT@Scrum MoIT 

Target group Large companies Startups 

Product Innovative Software Innovative Software 

Characteristics Combines Design Thinking and 

Scrum. 

Combines Design Thinking, agile practices 

and Lean Startup. 

3.3 Data Collection 

Two main data sources were used for MoIT: a published paper (de Paula and Araújo 2016) that details 

the technical aspects of the model, and observational first-hand experiences of one of the authors who 

had participated in the creation and evaluation of the model.  For DT@Scrum, there were also two main 

data sources: a published paper (Häger et al. 2015) reporting the technical aspects of the model and its 

evaluation, and also the details from one of the authors who had participated in the development of the 

model.  

3.4 Data Analysis 

For this study, qualitative cross-case analysis (Miles and Huberman 1994; Yin 2003) was conducted by 

comparing and synthesizing the two models. Following an approach by (Müller and Thoring 2012) 
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Method Engineering (ME) was chosen to extract detailed knowledge of the two models’ composition 

and allow for comparison. ME is concerned with the detailed description, design, adaption, and 

evaluation of methods, using engineering principles (Ter Hofstede and Verhoef 1997). By providing a 

detailed analysis of a method, it is possible to allow other researchers to reproduce the method and test 

its utility claims. Similar to (Thoring and Müller 2011), we use a subset of Business Process Modelling 

Notation (BPMN), as shown in Figure 1, to describe the constructs associated with each model. While 

BPMN is not usually used to model iterative processes, (Thoring and Müller 2011) have shown that it 

can be useful to model the phases, basic tasks, outcomes and decisions relevant to a process model, in 

their case Design Thinking, thereby allowing for a detailed comparison of these elements, as was done 

in (Müller and Thoring 2012). 

 

Figure 1. Used symbols of BPMN. 

Second, the cross-case analysis was performed by pattern matching as suggested by (Yin 2003). The 

results of the comparison were further analysed to identify relations between the models. The main 

similarities and differences were synthesized and illustrated in Table 3. Subsequently, a new conceptual 

model - InnoDev - was developed that aggregates relevant aspects of each model. InnoDev, aims to 

improve the software development process. 

4 COMPARATIVE ANALYSIS 

To reverse-engineer the two models, we used the BPMN to describe the constructs associated with each 

model.  The methods and tools and the aspired outcome of each step are presented. For simplicity, the 

iterative and interconnected nature of the Design Thinking activities as well as the Scrum sprints have 

been omitted. 

4.1 MoIT 

 

Figure 2. BPMN description of MoIT. 

The MoIT process, as depicted in Figure 2, starts with the standard phases of the Design Thinking 

process as described by (Wölbling et al. 2012). As the model addresses inexperienced startups, it 

prescribes methods to use and outcomes to achieve for each of the steps. For example, the model 

prescribes creating a Persona and a How-Might-We- Question as part of the step Point of View in order 

to simplify the process for novice Design Thinking teams. During the Design Thinking phase, various 

forms of prototypes are developed. For team-internal discussion low-fidelity prototypes, like paper UIs 

are suitable while testing with users require more medium-fidelity prototypes, which can be tested in 

the relevant context. For example, mobile games should be tested on a phone by using wireframes or 

mock-ups. Following the Design Thinking phase, the team moves on to Build the product following 

Scrum practices and lean concepts. During this phase, it is important to already implement ways of 

collecting data according to AARRR, a metric-based evaluation technique that is commonly used in 

Lean Startup. The goal is to find some validation of a ‘product-market fit’ and to answer the question if 

the developed product is something that people want (Maurya 2012). During the build phase, the MoIT 

model also introduces the concept of “micro problems” that should be addressed using Design Thinking. 

A micro problem could take place during product implementation, and is derived from the main 

problem. Micro problems faced by the team during the Scrum sprints, should be solved by using the 
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“vanishing point” to go back to the Design Thinking phase. By the end of the Build phase, the team will 

have launched the MVP. In the following measure phase the user's acceptance can be monitored and 

evaluated according to the defined AARRR metrics. During the Learn phase the team will use these 

measurements to decide whether to continue to develop the product or pivot to a new idea. If the team 

decides to pivot, they discard the current product and start over. If the team decides to continue, they 

should analyse the user's' feedback and identify problems and solve them, or add new features 

accordingly. 

4.2 DT@Scrum 

 

Figure 3. A detailed description of DT@Scrum. 

DT@Scrum, as depicted in Figure 3, proposes three phases that gradually move from Design Thinking 

to software development: the Design Thinking Mode, the Initial Development Mode and the Fully 

Integrated Mode. The Design Thinking Mode is used to explore the problem and solution spaces and 

delivers a product vision that solves at least one identified problem. It follows the standard phases of the 

Design Thinking process as described by (Wölbling et al. 2012) in an iterative manner. Following this 

phase, the Initial Development Mode allows the team to refine the concept, by implementing and testing 

UI concepts, technology stacks and first features thus ensuring the viability, desirability and feasibility 

of the concept. The final phase, the Fully Integrated Mode, is used to gradually develop the software 

system according to the concept. During this phase, the model introduces DT-Breakouts, a concept 

which allows the team to go back into a Design Thinking working mode in order to define or refine 

features or solve blockers that they came across during development. According to the progress 

throughout the three-phase process, the artefacts and especially the prototypes used during the phases 

move from being of low fidelity (e.g. paper UI or vision poster) in the first phase to a medium fidelity 

(e.g. clickable wireframes or first proof of concept implementations) in the second phase to high-fidelity 

prototypes (e.g. actual software on final technology stack) in the final phase. In large organizations, 

management approval can be required at certain points of a project. In this way, the transitions between 

the three phases form a natural gateway that can be connected to an approval meeting, allowing 

management to discuss the project with the team.  

Additionally, Scrum is proposed as the overall process framework underlying all three phases. 

Accordingly, DT@Scrum proposes Design Planning as an adaption of Scrum to Design Thinking 

activities in order to let design teams get a feeling for the duration and value of Design Thinking 

activities, and to enable them to better structure their creative work. Accordingly, it proposes to structure 

the Design Thinking phase in several one or two-week sprints, including backlog creation, sprint 

planning, and evaluations in retrospective meetings. 

DT@Scrum proposes measures to ensure continuity in the team. First, the Design Thinking team should 

be composed of members from all relevant departments, e.g. sales, development, design. Second, the 

transition between modes allows to make changes with regards to the team and either scale the team or 

switch team members. Third, DT@Scrum proposes to keep at least one member of the original design 

team in the role of the Product Owner, to ensure knowledge is passed on correctly. 

4.3 Cross-Case Analysis 

This subsection presents a detailed comparison of MoIT and DT@Scrum based on the aforementioned 

data sources (papers and thesis) and the detailed description from the previous subsection. Table 3 

provides an overview and comparison of relevant aspects of both innovation strategies. We compare the 

goals, methods, specific process steps and the respective target groups.  
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4.3.1 Similarities 

Both models have the same goal, to develop innovative software products. However, the target group is 

different. While MoIT is mainly focusing on inexperienced teams in startups, DT@Scrum is seeking to 

improve the software development process for large organizations. Both models are using Design 

Thinking and Scrum as approaches to structuring the development process. However, each model has a 

unique feature not represented in the other model, which enhances the respective model with specific 

tools and methods. Both models make use of Design Thinking throughout the development process and 

propose to use Design Thinking in case of blockers in the development process. Using Design Thinking 

during the implementation phase is also defended by (Hildenbrand and Meyer 2012) who claim that a 

team should make use of Design Thinking methods and techniques during the Scrum sprints when they 

approach new and unclear user stories. Although the names are different (Vanishing Point in MoIT and 

Design Thinking Break out in DT@Scrum), both models believe that Design Thinking application is 

ad-hoc. Therefore, a close observation of the development process is needed to quickly react to blockers 

with the adequate Design Thinking tool. DT@Scrum proposes a role responsible for this task, the 

Process Master, trained in Scrum and Design Thinking and acting as a Design Thinking coach and 

Scrum Master, thus facilitating the complete process (Häger et al. 2015).  

Table 3. Comparison of important aspects of both models  

What MoIT DT@Scrum 

Goal Innovative software products Innovative software products 

Approach Design Thinking, Scrum and 

Lean Startup 

Design Thinking and Scrum 

Metrics Strong focus Not a focus 

Pivot Strong focus Not a focus 

Design Planning Not a focus Strong focus. 

Gateways Not a focus Can be implemented between phases 

Business Model Implemented before prototyping Optional before development 

DT Methods Prescribed Teams Choice 

DT in implementation Yes (“Vanishing point”) Yes (“Design Thinking break-out”) 

Target group Inexperienced IT startup teams  IT teams in large organizations 

4.3.2 Differences 

Some of the smaller differences between the two models are due to their different target groups. 

Concerning the implementation of Design Thinking, MoIT prescribes the method and tools to be used 

during the process, while DT@Scrum mentions various methods and tools but does not prescribe which 

ones have to be implemented. Furthermore, DT@Scrum proposes to use the transitions between the 

different process phases as possible points for management approval, which can be necessary in large 

enterprises. The more significant differences between the two innovation strategies, derive from the 

stronger project management focus in DT@Scrum and the integration of Lean Startup into the 

development process in MoIT. MoIT suggests the use of metric-based evaluation techniques from the 

Lean Startup literature, to measure user’s acceptance or activity. The literature warns against using 

“vanity metrics” and recommends the use of actionable metrics such as AARRR that can be linked to 

the specific business (Ries 2011; Maurya 2012). For generating those metrics and then test the 

hypothesis, an experiment has to be designed (e.g. evaluating the customer acquisition costs by minimal 

landing pages at a small scale). In addition, the development of the business model is a crucial aspect 

recommended by MoIT since startups are still at their early stages in the business environment.  The 

model makes use of the Lean Canvas proposed by (Maurya 2012) and based on the work of (Ries 2011) 

that helps to systematically align stakeholders, value propositions, required resources, cost and revenue 

structure, channels, etc. for a startup business model.  

According to (Häger et al. 2015) communication between implementation and Design Thinking teams 

should start early during the projects in order to allow for a realistic assessment of the feasibility of ideas 

and understanding of the ideas during development. Therefore, they propose to compose the Design 

Thinking team of members from all relevant areas in the company and keep on at least one of the original 

Design Team members as the Product Owner during development. Furthermore, DT@Scrum 

recommends Scrum as the overall framework for both development and Design Thinking activities. 
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Design Planning adopts methods already known from Scrum to Design Thinking, thus DT@Scrum 

presents a unique perspective on how to plan Design Thinking activities without compromising the 

creative process. MoIT does not consider Design Planning, instead it recommends only little structure 

during the creative process to ensure a good learning experience for the inexperienced teams. However, 

Design Planning as proposed by DT@Scrum would only provide little structure that is controlled by the 

design team itself. 

4.4 Conclusion of Analysis 

We believe, there is potential to improve the software development process by converging the two 

strategies. The models share an initial Design Thinking phase that is followed by agile sprints to build 

the software and thus follow a similar general setup allowing for an integration of the approaches. While 

the minor differences between the models result from the different target groups, the two major 

differences, the use of sprints and planning during the Design Thinking phase in DT@Scrum and the 

addition of Lean Start-Up principles in MoIT reflect aspects which are not considered in the respective 

other model. Both aspects make sense in a software development process no matter whether the target 

group are start-ups or large organizations. Therefore, we propose a new model aggregating these 

features. 

5 INNODEV 

InnoDev, as illustrated in Figure 4, is a three-phase software development process combining elements 

from Design Thinking, Scrum and Lean Start-Up. Similar to DT@Scrum and MoIT, the initial Design 

Thinking phase follows the Design Thinking process as described by (Wölbling et al. 2012) to explore 

the problem and solution spaces and define a product vision addressing at least one of the identified 

problems. In the following initial development phase, this vision is refined and developed into a proof-

of-concept prototype following the idea of an MVP. UI concepts are tested and implemented, technology 

stacks considered and tested and the most important features are implemented to ensure viability, 

desirability and feasibility of the concept. Additionally, ways of collecting data to monitor the user's 

acceptance according to the AARRR metrics are implemented. In the final Development Phase, the 

MVP will be tested and extended according to the original concept or feedback gained during the build-

measure-learn-life-cycle. In this phase, the team will run agile sprints combined with lean practices to 

establish a build measure learn lifecycle. Depending on the outcome of the learn phase the team might 

decide to pivot their project or continue to the next sprint. Similar to DT@Scrum and MoIT, InnoDev 

proposes to make use of Design Thinking tools in an ad-hoc manner in case of blockers or problems 

related to the product. During all phases, the team makes use of the sprint and backlog concepts from 

Scrum to plan and structure their activities, thus providing transparency over Design Thinking, design 

and development activities and being able to move forward while staying flexible to changing 

requirements.  

 

 
Figure 4. The new process model: InnoDev 

 

We consider InnoDev to be general model applicable to different company settings (e.g. Start-Ups, 

SMEs, or large organizations). However, differences between these target groups exists and some of 

those are reflected in specific features of the compared processes as our analysis has shown. Therefore, 

specific needs that exist in a company should be targeted by adapting InnoDev to the context of the 

company. For example, the Design Thinking Phase can prescribe methods and tools, similar to MoIT, 

for an inexperienced team while a more experienced team can choose methods that they find suitable. 
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Similarly, the transition between the three phases of InnoDev can take on the form of a management 

approval meeting as proposed by DT@Scrum. If this is not necessary (e.g. in a Start-Up or SME), the 

team can make the transition decision by itself. While the development of a business model is a crucial 

aspect no matter the companies size, suitable tools vary. Therefore, the creation of new or the adaption 

of existing business models should be started during the Initial Development Phase and can be supported 

by suitable tools, e.g. the lean startup canvas for start-ups or the business model canvas for larger 

organizations. Our suggestions do not present a complete list of possible adaptions but rather stem from 

our former analysis and can be extended for other needs. 

6 DISCUSSION 

This study aimed to develop a new conceptual model by singling out the relevant dimensions from two 

already existing models that may improve a new software development process. The specific research 

question intended to identify relevant aspects from a software development process used by startups that 

could be used by large organizations and vice versa. Based on our analysis, we suggest that large 

organizations could benefit from the use of Lean Startup. Based on the build-measure-learn life cycle, a 

company could enhance its software development process by making use of lean concepts such as MVP, 

actionable metrics, and pivot. Although the universal application of lean principles to software 

development is still under debate (Staats et al. 2011), our findings are in agreement with findings in 

(Poppendieck and Cusumano 2012), which showed that some characteristics of software products, such 

as its value proposition and malleability, open new opportunities for combining agile and lean practices 

in a software domain. For instance, the use of checklists or specific test environments that allow for 

quantitative measuring of user feedback (such as landing page design, smoke-test, etc.) would help the 

team to track growth and scale the product based on “Innovation Metrics. Moreover, pivoting seems to 

be a promising technique to strengthen the software development process. Early testing of hypotheses, 

might save time and resources and could result in a better output of successful project results. According 

to (Ries 2011), pivots are a permanent fact of life for any growing business and even after a company 

achieves initial success, it must continue to pivot. Accordingly, we consider pivoting as an important 

aspect of the software development process regardless of the company’s size.  

In addition, we suggest that startups could benefit from the use of design planning. The insights from 

DT@Scrum on design planning might allow the startup to make more informed decisions with regard 

to implementation and evaluation. Due to the fact that startups develop software under highly uncertain 

conditions with severe lack of resources, specifying the design activities scope and resources required 

would help the startup to avoid waste. Since software startups are often familiar with Scrum, Design 

Planning would not require a change of mindset, thereby facilitating the model's adoption. Our findings 

contribute to the ongoing discussions (Lindberg et al. 2011; Hildenbrand and Meyer 2012; Häger et al. 

2015) of whether planning Design Thinking activities has positive effects on software development. 

Aggregating these ideas resulted in our newly proposed model, InnoDev.  

7 CONCLUSION 

This paper provides a structured analysis and comparison of the two innovation strategies - DT@Scrum 

and MoIT - with the goal to propose one synthesized model that aggregates relevant aspects of each 

model. The detailed analysis of both innovation strategies contributes to better understand the particular 

aspects of software development for two different organizational settings: startups and large 

organizations. The findings provide a deep understanding of the relevant dimensions that can be used to 

improve the new software development process. Based on the findings, this study suggests that the 

creation of design planning and a scalable plan should be considered as an important aspect of the 

software development process regardless of the company’s size. This research concludes that InnoDev 

has potential to be applied in different settings (startups, SMEs, large organizations, etc.). However, 

even though the new model was developed based on best practices, it is necessary to implement it in a 

software development project in order to verify whether our assumptions are correct. Based on that, one 

limitation of this study is not trying to apply the new model in organizations. To address this limitation, 

future work will validate the application of the suggested model in one or more case studies. The present 

work contributes to the academic discussions on design and software development in two ways. First, 

we present a new conceptual model for software development based on a comparison analysis of 

software development process from two different organizational setups.  
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