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Abstract
During the last three decades the number of active mobile devices went from zero to 7.2 billion devices. And research predicts the usage of mobile devices will replace desktop systems in many areas i.e. mobile devices are becoming the primary way for people to access the internet. Thus, the mobile market has become extremely competitive. In this market delivering high quality software which addresses the user's needs and has an appealing interface becomes a competitive advantage.

To achieve a good user experience for their products, companies are aiming to involve end-user into their development processes by adopting user-centred approaches. These approaches rely heavily on repeated user-research and validating prototypes with end users early on and throughout the development process. Research agrees that testing mobile application prototypes should be in the right context, at best in the field on the mobile device. However, there is still little experience on mobile application testing and standardized approaches or tools are not yet established. Especially for early non-technical prototypes such as wireframes or clickable user interface dummies testing on the actual device is challenging.

This paper provides a glimpse into current challenges of testing for mobile application prototypes and proposes a system to solve them. Current challenges derived from interviews with three major software companies on current approaches to mobile testing with regards to tooling and processes are presented. Based on these challenges a list of requirements for a system that allows testing of early mobile prototypes on the actual device and collecting data around the tests such as gestures used, environmental data and so on is composed. A system architecture for a software system which can fulfil these requirements is presented and its possibilities and limitations are discussed.
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1 Introduction

Software systems have existed for many decades and underwent enormous changes since they first appeared. They evolved from being mainly functional systems operated by few expert users to reaching into nearly every aspect of our lives and making almost everyone a software user. Consequently, the software industry has evolved to one of the most influential industries since it is integrated into every other industry. Therefore, today's software needs to be more than just functional: it has to be usable for novices - hence clear and easily learnable (Nielsen, 1993).

Additionally, mobile devices and applications became increasingly important in our globally connected world. In only three decades the number of active mobile devices went from zero to 7.2 billion devices (Cisco, 2014) just exceeding the number of humans recently (Gunelius, 2014). Research predicts the usage of mobile devices will replace desktop systems in many areas (Cisco, 2014; Pepitone, 2013), e.g., as the primary way to access the internet (Bosomworth, 2014). The attention and usage of mobile devices in the business context is increasing rapidly as well (IDC, 2012). Thus, the market for mobile applications has become extremely competitive. In this market, delivering high quality software which addresses the user's needs and has appealing user interfaces becomes a competitive advantage.

With rising awareness for a good user experience, companies are incorporating user-centred approaches to involve end users and other stakeholders into the development. This is also suggested by current research to provide high-quality software with satisfying usability (Hornbaek, 2006; Rasmusson, 2010; Coursaris & Kim, 2011). The main focus of user-centred approaches is to shift from traditional design that is driven by technology, to an ongoing focus on customer needs. Most of these user-centred approaches are based on early validations with end users and prototypes with different levels of fidelity. Thus, Prototype testing is a crucial part of end user involvement, because typical end users do not have a technical background therefore it is not possible to talk directly about technical requirements (Nielsen, 1993). Over time, researchers have developed different approaches and tools to support end user testing for desktop software. However, experience in testing mobile application prototypes and standards are not established yet (Hornbaek, 2006; Coursaris & Kim, 2011).

This paper presents a summary of explorative research on testing mobile application prototypes at SAP SE, Microsoft Corp. and Nokia HERE focusing on challenges the companies are currently facing and shortcomings of the existing tools and methods they apply. Based on these challenges a list of requirements for a system that allows testing of early mobile prototypes on the actual device and collecting data around the tests such as gestures used, environmental data and so on is composed. A system architecture for a software system which can fulfil these requirements is presented and its possibilities and limitations are discussed.

2 Related Work and Existing Tools

Compared to usability studies for desktop software, mobile applications have different characteristics (Nielsen & Budiu, 2013). Two main aspects have to be taken into consideration when preparing mobile usability studies: the context in which the mobile application is used and the technical differences of mobile devices compared to desktop systems, e.g. smaller screens. Both lead to challenges and opportunities in the execution of mobile usability studies.
Dey and Abowd define context as "any information that can be used to characterize the situation of entities [...] that are considered relevant to the interaction between a user and an application, including the user and the application themselves. Context is typically the location, identity, and state of people, groups, and computational and physical objects" (Dey & Abowd, 2001). The term context in this paper adheres to this definition. Related literature such as the reviews of usability studies by Krannich or Coursaris and Kim or the work of Tamminen et Al. emphasize the importance of a real test context when it comes to testing for mobile applications, instead of testing in a controlled lab environment (Krannich, 2010; Coursaris & Kim, 2011). Additionally, both works try to specify context more deeply. Krannich sees two dimensions relevant to the mobile context: the cognitive dimension, and the situational dimension. Coursaris and Kim base context on four variables: user (knowledge, experience, perception), environment (physical influences), technology (device type, interface, input mode), and task (open vs. closed). Additionally, to his review of mobile usability studies Krannich proposes a tool-based model for rapid prototype testing in a real context, which makes his work by far the most similar to this paper. In contrast to his general technical tool support for field testing based on a review of usability studies, this paper derives requirements for a tool to support testing of web-based prototypes from interviews in the software industry.

The most obvious challenge for mobile usability studies in the real context is the small device and screen size, which makes it difficult to observe and record interactions on the screen during testing. Even lab-settings have to be adjusted to accommodate testing on such small devices. Other challenges include natural influences on mobile devices or restrictions from the mobile operating systems. For example, limited network coverage or memory capacity can be a problem for screen recording software. Another technical difference is the variety of sensors mobile devices are equipped with, e.g. GPS, light sensors, gyroscope, microphones or cameras. Literature already mentions the use of such sensors to provide additional value to the users (Coursaris & Kim, 2011; Wood & Romero, 2010) and to utilize them to study the context of a user (Arase et al., 2010).

Literature mentions adaptations to the hardware setup of usability studies made to accommodate for mobile testing in the field. For example, it is common to equip participants with additional cameras to record user interactions. One example is a video camera mounted on the mobile device to capture the screen and the interactions (Kiljander, 2004; Krannich, 2010). However, this setup has a different haptic, weight, and additional cables, which make the interactions with the device unnatural (Krannich, 2010). Other camera settings include glasses with a built-in camera or sport cameras worn on the user's head. Usability tests conducted in a lab environment often utilize screen mirroring software to stream the test screen to an observer's screen. In general, this is also possible for mobile devices.

Many providers of prototyping tools have adapted their tools to the need of creating and testing mobile prototypes. Most of these prototype editors are either web-based or have standalone desktop software programs. Either way, nearly all of them offer to export the prototype to a format that can be presented in a browser. Additionally, some tools, allow prototypes to be shared or prototyped on the mobile device itself. Another kind of software tool that supports mobile testing are software development kits (SDK), which can be included into native applications. The main disadvantages are the additional effort needed and the need for a prototype that is already built as native software, e.g. as an android app.
3 Industry Interviews

In order to create a software system that truly enhances early mobile prototype testing we interviewed employees of three software companies: SAP SE, one of the largest software companies in the world, focusing on business software; Microsoft Corp., the world's biggest software company, offering consumer as well as enterprise software; and Nokia HERE, specialised in mobile applications with a focus on location based services.

A total of 25 interviews with employees of these companies helped us to investigate how software companies use and especially test prototypes in their development processes and to identify existing challenges. This section will summarize the most important challenges the companies face with regard to early mobile prototype testing. A more detailed description of the case studies can be found in (Meyer et. Al., 2016), discussing prototyping and testing in the case companies in general and (Meyer et. Al., 2016) focusing on mobile prototyping and testing in the case companies.

3.1 Wishes and Challenges

In all companies, mobile applications are commonly tested in lab-settings but the existing settings and tools are adapted to accommodate mobile application testing. It was pointed out that, as a main difference to desktop application testing, people interact in a more natural way with a mobile device, than with a mouse and keyboard setup. Moreover, mobile applications have a more interactive application design with more content changes and scrolling than desktop applications due to the smaller screen. All three case companies agree on the importance of testing mobile applications in the right context, which means at least on a mobile device. However, they experienced significant challenges due to the form factor of mobile devices which introduces technical challenges as well as challenges related to the execution context, the test organization and organizational resources.

First and foremost, industry experts mentioned the limited observation ability of user interaction on a mobile device as a challenge. In contrast to a traditional desktop environment, it is hard to physically see the screen even when being next to a test participant. Moreover, users often cover the view of observers with their hands while interacting with a touch screen or even experience the observer as obtrusive while being observed very closely.

To achieve a user behavior as natural as possible during prototype testing it is crucial to have a test setting and tools in place that allow for indirect observation. The interviewees mentioned three different settings to record the screen of mobile devices during testing:

1. The first variant aims to mirror the screen of the device on a second screen with the help of standard screen sharing apps, which were not specifically build for the purpose of prototype testing. The main downside of this approach is that touch points of the user's interactions with a mobile prototype are not visible to the researcher when the prototype runs on a mobile device, especially if the mirrored screen is recorded for later replay. This important due to differences of interaction with mobile prototypes as opposed to desktop prototypes, e.g. the missing mouse pointer as indicator of the users focus and different movement patterns.

2. Another approach to recording the screen is the use of a camera mounted onto the device with a special bracket. This makes it possible to see the interaction on the screen. The unnatural feel of the device and interaction was pointed out as main
disadvantage. According to statements, this setting greatly interferes and influences the user behavior, which makes it problematic to use for cases where the context is critical to the experience.

3. A less obtrusive version of filming the interaction on the screen of a mobile device is using the existing camera settings in a laboratory. The cameras have to follow the screen of the device; this is however prone to failure. Thus, the user is asked to keep the device within a certain box-shaped area marked by tape. A camera is focused on this area to record the interactions between the device and the screen. Disadvantages to this approach are that the user’s hand sometimes covers the screen and that it is unnatural to keep the device within the box.

Observing the user interaction on a mobile device screen in the field becomes even more challenging. On one hand, the behavior is influenced when users or the mobile device are equipped with cameras. On the other hand, screen mirroring has not been applied in field testing situations due to its dependence on connectivity and its high risk of failure. However, only observing without recording aggravates the problem of seeing all interactions properly. Additionally, unrecorded observations cannot be replayed during analysis, which is especially relevant for field research.

Interviewees expressed difficulties to collect data from the mobile devices itself, especially constant video or screen captures. Constant video streaming is often dependent on hardware, other tools that collect this kind of data or developers to integrate the respective code into prototypes. Moreover, low-fidelity prototypes do not allow for the integration of such code. At SAP, prototypes often have to be tested remotely or are just sent out for feedback, due to time and budget constraints, although this is not a preferred test setting. Interviewees expressed it would be beneficial to actually know what the user/customer has done when getting textual feedback and descriptions from such a remote testing. To achieve such information prototypes native to the devices operating system can enable features, i.e. code tracking the user's behavior. However, their setup effort can easily become too high and too costly.

Prototype testing for native applications introduces further technical challenges when using low-fidelity prototypes. Prototyping tools used within the case companies are often generating HTML or PDF files as output. To simulate native apps using such outputs in a browser the prototypes need to be started in full screen mode, and gestures of the host application need to be disabled in order to avoid side effects such as scaling or gestures starting browser features.

A major topic with regards to challenges on mobile application testing for all case companies is the execution context of a mobile research study. The context for mobile applications is seen as very important by the user researcher experts. And our interviews agree with literature that a mobile prototype should be presented on the actual device in a real world scenario instead of a laboratory to get people into the right cognitive context. Additionally, mobile apps are often used in conjunction with other apps, making it essential to understand the whole usage scenario for the app. Testing of mobile applications in a real life context is very complex but essential for some applications, e.g. location-based services. Recordings become more important as data source, because live note taking is limited by various physical influences.

In addition to technical barriers and challenges related to the execution context, there are often resource, time and budget constraints within large enterprises. Due to the previously pointed out challenges, mobile research studies logistically much more effort and technically more
challenging, especially when working with low-fidelity prototypes and therefore need more people and resources to be conducted. This is especially the case for studies which are done in the real physical environment and where people need to follow participants around.

Overall, a conflict exists between overcoming these challenges and the return of investment of the prototype testing. Due to limited budget and time constraints companies, often only adjust their lab set-up to accommodate for testing on mobile devices instead of doing what would be technically possible, and best suited for the research questions.

Table 4.1: List of requirements on a tool for testing early mobile prototypes

<table>
<thead>
<tr>
<th>Type</th>
<th>ID</th>
<th>Prio</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Functional requirements</td>
<td>R01</td>
<td>High</td>
<td>The tool should present a prototype on the actual mobile device.</td>
</tr>
<tr>
<td></td>
<td>R02</td>
<td>High</td>
<td>The tool should mirror the content of the test device to multiple other screens (observer screens).</td>
</tr>
<tr>
<td></td>
<td>R03</td>
<td>High</td>
<td>The tool should show all interactions of a test participant with a mobile device on an observer screen.</td>
</tr>
<tr>
<td></td>
<td>R04</td>
<td>High</td>
<td>The tool should highlight all touch points / gestures to the observer.</td>
</tr>
<tr>
<td></td>
<td>R05</td>
<td>High</td>
<td>The tool should support multi-touch gestures.</td>
</tr>
<tr>
<td></td>
<td>R06</td>
<td>High</td>
<td>The tool should deactivate all standard gestures of the test device.</td>
</tr>
<tr>
<td></td>
<td>R07</td>
<td>High</td>
<td>The tool should support a broad range of prototypes.</td>
</tr>
<tr>
<td></td>
<td>R08</td>
<td>Med</td>
<td>The tool should present the prototype in full screen mode without borders or mobile browser elements.</td>
</tr>
<tr>
<td></td>
<td>R09</td>
<td>Med</td>
<td>The tool should record all prototype implemented gestures.</td>
</tr>
<tr>
<td></td>
<td>R10</td>
<td>Med</td>
<td>The tool should record all tried gestures, even if they are not implemented in the prototype.</td>
</tr>
<tr>
<td></td>
<td>R11</td>
<td>Med</td>
<td>The tool should replay recorded test sessions.</td>
</tr>
<tr>
<td></td>
<td>R12</td>
<td>Low</td>
<td>The tool should collect contextual information about the device such as device type, screen resolution, operating system, and browser version.</td>
</tr>
<tr>
<td></td>
<td>R13</td>
<td>Low</td>
<td>The tool should synchronize all recorded data sources for playback.</td>
</tr>
<tr>
<td>General requirements</td>
<td>R14</td>
<td>High</td>
<td>Every influence on the device's handling should be avoided, in particular connected cables and cameras mounted onto the device.</td>
</tr>
<tr>
<td></td>
<td>R15</td>
<td>High</td>
<td>The tool should be invisible to the end-user.</td>
</tr>
<tr>
<td></td>
<td>R16</td>
<td>High</td>
<td>The tool should not be platform specific.</td>
</tr>
<tr>
<td></td>
<td>R17</td>
<td>High</td>
<td>Response times should not differ from the original prototype.</td>
</tr>
<tr>
<td></td>
<td>R18</td>
<td>Med</td>
<td>It should not be necessary to change the actual prototype or include additional software to enable testing.</td>
</tr>
<tr>
<td></td>
<td>R19</td>
<td>Med</td>
<td>The tool should be easy to set up.</td>
</tr>
<tr>
<td></td>
<td>R20</td>
<td>Med</td>
<td>The tool should support confidentiality.</td>
</tr>
<tr>
<td></td>
<td>R21</td>
<td>Med</td>
<td>The tool should be available, especially for remote sessions.</td>
</tr>
<tr>
<td>Requirements for remote testing</td>
<td>R22</td>
<td>High</td>
<td>The tool should not install the prototype on the user's device.</td>
</tr>
<tr>
<td></td>
<td>R23</td>
<td>High</td>
<td>The tool should support expiration dates for access.</td>
</tr>
<tr>
<td></td>
<td>R24</td>
<td>High</td>
<td>The tool should restrict access to the prototype.</td>
</tr>
<tr>
<td></td>
<td>R25</td>
<td>Med</td>
<td>The tool should send allow to access the prototype remotely.</td>
</tr>
<tr>
<td></td>
<td>R26</td>
<td>Med</td>
<td>The tool should record the user and its interaction with the mobile device as soon as the prototype is used.</td>
</tr>
<tr>
<td></td>
<td>R27</td>
<td>Low</td>
<td>The tool should collect contextual information such as network coverage, GPS, light situation and execution time.</td>
</tr>
</tbody>
</table>
4 Requirements on a Tool for Testing Early Mobile Prototypes

Table 4.1 lists our set of requirements on a tool for early mobile prototype testing, which were derived from the challenges in the previous section. They include functional requirements; general requirements, that cannot directly be translated to a feature and complementary requirements needed to support unmoderated remote testing. The requirements are ordered by type and priority. The term tool refers to a software system, which itself may consist of several components.

4.1 Comparison of Requirements and existing Tools

A huge gap can be outlined in comparison to the existing tools presented in section 2. There are plenty of existing tools that support prototype creation for mobile devices and often feature some way to present the prototype on a mobile device. However, these tools are not designed to support the actual testing. Usually, researchers use a combination of prototyping tool and screen or video recording software. Thus, one of the most important requirements, gesture and touch visualization, is not supported by any of the used tools. Moreover, it is not possible for the researcher to actually see gestures which are not implemented but used by the user.

For testing on the mobile device, the recording technique often influences the user's behaviour. Either the user has to keep the test device within a certain area or an additional camera is mounted onto the device. Furthermore, real life testing of mobile prototypes is often neglected, as there is no suitable tool support available. Another kind of tool for testing mobile applications is the integration of a software development kit (SDK) into software prototypes. However, the integration requires additional effort and does not work for early prototypes, which stands in contrast to requirements R07 and R18.

5 System Proposal for Testing Mobile Prototypes

As pointed out in section 2, there are fundamental differences between testing desktop software and mobile applications. So far, the tools for desktop testing have only been adapted to mobile use. In fact, testing mobile prototypes is more complex and requires additional considerations. Consequently, a gap can be found between requirements for mobile testing and currently available testing tools (see section 4.1). As discussed in sections 2 and 3, the minimal context for most mobile applications testing is to run the prototype on an actual mobile device. Moreover, for many use cases, it is suggested to test prototypes in their original context. Consequently, the following solution proposal focuses on supporting tests on the actual mobile device and in the field. To achieve a broad application of the system, it focuses on supporting tests for web-based prototypes and applications. HTML is the most common technique for interactive prototypes and is the output of many prototyping tools. Furthermore, it is platform independent and more and more applications are based on its modern web technologies. The proposed solution aims to support mobile prototype testing within software development processes of small and large companies.

5.1 General System Architecture

The core of the proposed solution is a wrapper for web-based prototypes which is executed server-sided. In addition, it consists of one hybrid mobile application for each supported platform. An abstracted system architecture is depicted in Figure 5.1. It shows a webserver, which is running a prototype wrapper as a central component. The general principle is that a request to the prototype wrapper is done from within a hybrid mobile application.
wrapper then requests the prototype from its original source and creates a local copy on the same server.

The copy is included in an iframe, which the wrapper returns as view to the mobile device. The prototype is presented as it would be accessed directly from within the hybrid app, thus the end user does not notice this additional layer. Multiple observer devices can register themselves on the server to view a testing session.

The system supports all kinds of web-based prototypes, thus the wrapper itself is also realized with web technologies. The copy of the prototype is necessary to address the highly important R04 - visualize all touch points / gestures to the observer. On web pages every interaction such as clicks or touches triggers a DOM event, which can be caught and visualized with the help of JavaScript. In order to not contradict R07 and R18 the JavaScript code needs to be deployed into the wrapper, which makes it necessary to deploy wrapper and prototype in the same server due to the JavaScript same-origin policy, a security feature restricting access to documents not on the same server.

![Figure 5.1: General system architecture for testing of prototypes on mobile devices](image)

**Figure 5.1: General system architecture for testing of prototypes on mobile devices**

To avoid any interference between the prototype and the wrapper, the prototype is loaded within a full screen iframe. Thus, it is completely isolated and appears as it would be accessed directly. Touch events and gestures can be recognized for instance by using the touch framework Hammer.js. Once an event is triggered, it provokes its general event handling and is then bubbled up to the body element, where it is caught by the wrapper and its register event listeners. This scenario has been implemented prototypically to ensure the technical feasibility. With access to all events occurring in the prototype, the wrapper can record and analyse these events easily. Additionally, the wrapper collects and records contextual information as defined in R12.

To address the requirement R03 - streaming video signals to an observer screen, WebSockets are proposed as one possible technical solution.

With this approach, the influence on the performance is kept to a minimum because there are no further resources required on the device itself. In a simple form, the wrapper could be used in any mobile web browser. According to requirement R08, the system shall present the prototype in full screen and deactivate standard browser interactions. Thus, it is proposed to
have additional hybrid apps for major platforms. The hybrid apps only consist of an app container with a web view for the wrapper. This way, the requirements R06, R08, and R15 are best incorporated in contrast to native applications or using a mobile web browser. However, there is a small trade-off between the requirements R19 to allow easy sharing of the prototype. Furthermore, hybrid apps allow various valuable extensions of the system, which will be described in the following section.

6 Discussion

The proposed solution can be utilized in various scenarios and improve existing user test approaches for mobile devices. As depicted in Figure 6.1, the prototype wrapper can be used for all fake prototypes which are web-based. Moreover, if the final technology stack is web based, it can also be applied for testing of product pre-versions. For these kinds of prototypes, the system can be used for both laboratory tests and field tests. Due to the fact that moderated testing provides more valuable feedback and is preferred by a majority of the interviewed researchers, the system primarily focuses on the support of moderated test sessions. However, the system can be easily extended to additionally support unmoderated remote testing.

![Figure 6.1: Field of application for the proposed system](image)

As the proposed system supports moderated testing in a lab environment, there are no additional cables or cameras mounted on the mobile device. A user can interact with the device in a natural way and does not notice the additional layer. As pointed out in sections 2 and 3, for many cases testing should be conducted in a real context. Even with bad network coverage, field testing is still supported with the proposed system. It streams events and user interactions to a server where they are recorded and analysed while the WebSocket protocol handles the sending of events and manages connection interruptions. In this way test participants can use a mobile device naturally without interference of recording tools and the researcher can concentrate on observing the participants and note taking.

Another interesting use case, mentioned by interviewees of the case studies is the support for long term studies, as some interactions occur very rarely and cannot be observed by moderated field testing. A running web-based software prototype would allow the system to collect data on the general usage behaviour, e.g. analysing execution and foreground times. In addition, it would be possible to record contextual information such as GPS position, device type, screen resolution, operating system version, etc. With extended hybrid apps it would even be possible to access system sensors such as the accelerometer and light sensor to gather...
information about physical influences or the device camera to capture rarely occurring moments or interactions.

Overall, the proposed system can be applied in a variety of use cases and provides plenty of opportunities for extension. It can be used in addition to existing prototyping tools with an HTML output.

7 Sumary

This paper presents challenges for testing mobile prototype applications as derived from interviews with three major software vendors. Based on these challenges requirements for a software tool supporting the testing of mobile application prototypes were derived and compared to existing tools. As the existing tools could not fulfil all the requirements the paper presents a system design that would. The decisions made on the architecture of the proposed system and its limitations are briefly discussed. The implementation of the system proposal is out of scope of this paper. Nevertheless, the technical feasibility has been proven.

References