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The Functional Basis for Failure Mode Avoidance in Automotive Systems Engineering Design
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4.1 Introduction

The engineering challenge of automotive systems engineering design has been increasing rapidly over the past couple of decades with the accelerated pace of introduction of new technologies to address environmental concerns and the drive to enhance customer satisfaction. In spite of the development and use of enhanced CAE and virtual engineering tools, the effectiveness of automotive product development process has not increased as expected; this is clearly illustrated by the pattern and cost of engineering changes (Cash, 2003; Wasmer et al., 2011). Related research (Webb, 2002) has also shown that the overwhelming majority of failures in the field are due to system interactions not being adequately managed during the design, which leads to failures due to lack of robustness to operational noise factors.

The failure mode avoidance (FMA) paradigm (Davis, 2006; 2007) has been embraced by the automotive industry as a strategy for enhancing the effectiveness of the product development (PD) process. Underpinned by Clausing’s (2004) pragmatic definition “reliability is failure mode avoidance”, FMA promotes a strategic focus on early identification of potential failure modes and development of robust countermeasures. The cornerstones of FMA are Davis’ (2007) definition of a failure mode as “any condition (technical, planning, procedural) that will require a change to the plan”, and the principles (i) that any failure mode should be identified in the same development phase in which it is created, and (ii) that failure modes should only be found and fixed once. The practical challenge with the FMA implementation is that early discovery of failure modes is technically difficult; this is not only due to the lack of hardware for testing early in the programme (which has been quite effectively addressed by CAE and virtual engineering developments), but also to the complexity of the automotive systems which require an integrated multi-disciplinary (mechanical, electrical, controls, software)
approach to engineering design analysis and synthesis. It is therefore essential that the engineering tools employed early in the design process adequately support the complexity of the systems engineering design analysis, in particular to identify and cascade all functional requirements - including both main functions and interface functions required for system integration. On this basis the integrity of the design synthesis can be verified and validated early in the design process against critical function failure modes.

The engineering tools commonly employed within the automotive industry to support failure mode avoidance revolve around design FMEA (failure modes and effects analysis) and robust engineering design verification (Webb, 2002; Zhou, 2005). While both these tools have a functional basis, their practical deployment is often divorced from the systems engineering deployment achieved through functional requirements specification and cascade from system level down to subsystems and components. This gap between systems engineering design (SED) analysis and FMA analysis needs to be bridged in order to enable a step change in the effectiveness of product design and development.

The aim of this paper is to present an integrated framework for systems engineering design based on a Failure Mode Avoidance framework underpinned by a structured approach to function analysis of complex multi-disciplinary systems. The framework supports early deployment of function failure avoidance design strategies, within a coherent horizontal and vertical integration with the systems engineering framework. A case study on the development of an electric vehicle powertrain will be used to illustrate the framework, followed by a discussion on the authors’ experience with process implementation within the automotive industry.

4.2 Failure Mode Avoidance Framework for Automotive Systems Engineering Design

An FMA framework has been developed by the Engineering Quality Improvement Centre at the University of Bradford, based on collaborative work with the global automotive industry over the last 15 years. The main considerations behind this development were:

- To set up an FMA process which is based on integrating existing practices and formal tools (such as FMEA, boundary diagram, function trees, interface matrix, P-diagram, design verification matrix, etc.) into a coherent information flow. It is important to base the process on existing tools in order to facilitate the take-up of the FMA process by engineers on a broad basis. The coherent information flow is necessary both to address disconnects between tools which are often used independently and on an ad-hoc basis, and to simplify the process by removing duplication;

- To strengthen the rigour of the analysis, by introducing new tools and enhancing existing tools to facilitate a more structured approach, in particular to support function decomposition, and to reduce the reliance on less structured tools based on brainstorming;
To set up a framework that facilitates the alignment and integration of the FMA analysis with (i) the systems engineering design approach used in the automotive industry, and (ii) the PD process, by enhancing the information content for design decisions at gateways and milestones.

The proposed FMA process, illustrated in Figure 4.1, is based on the following process steps:

1. **Function Analysis**: provides tools to support a structured and comprehensive analysis of functional requirements for the system engineering design, including function decomposition, mapping of functions on design solutions and evaluation of system interface functional requirements to support the flawless system integration.

2. **Function Failure Analysis**: management of early design risk assessment on the basis of function failure modes. The functional basis of failure modes analysis ensures a consistent focus on the customer required functionality (e.g. by supporting identification of failure modes due to lack of robustness – i.e. unacceptable variability in functional performance) as well as the functional safety considerations for the system.

3. **Robust Countermeasure Development**: provides a framework for robust design optimisation underpinned by a systematic consideration of noise factors (i.e. significant factors for functional variability), and based on engineering design strategies for managing the effect of noise factors and analytical methods for functional modelling under uncertainty.

4. **Robust Design Verification**: the aim of design verification is to demonstrate that functions are achieved robustly and reliably under real world customer usage conditions. Robust design verification tools support the development of efficient test methods and procedures to validate the functional robustness in the presence of noise factors at all levels of the system engineering design.

**Figure 4.1.** FMA framework, showing process steps and support tools
The FMA process as a whole, including the integration of the support tools illustrated in Figure 4.1, has been described elsewhere (Henshall and Campean, 2009; Campean et al., 2013); the main focus of this paper is the function analysis step which has been identified as a main weakness in the current automotive engineering design practice. The following sections of the paper provide an outline of the functional analysis framework and tools, illustrated with examples based on a case study of an electric vehicle powertrain (EVP) development. The alignment of the FMA process on the basis of the functional requirements information flow and the integration with the systems engineering design framework and the product development process will be subsequently discussed.

4.3 Function Analysis Framework

Within a consumer focused engineering approach, systems engineering design must focus on robust and reliable delivery of customer required functions. It is therefore essential that the functional focus is maintained throughout the systems engineering design process - from requirements analysis through to design verification and validation.

4.3.1 Function Analysis Challenge

The common theoretical basis for function decomposition analysis consists of the iterative mapping of functions and their solutions (sub-function structures) at increasing level of detail until a solution concept is reached (Chakrabarti and Blight, 2001). The axiomatic design paradigm (Suh, 1995) provides a useful conceptual framework in which engineering design is presented as an iterative (zigzagging) mapping between the functional domain and the design domain. This is illustrated in Figure 4.1, which shows the customer needs and requirements (C) in the customer domain which are mapped onto functions (F) in the functional domain; functions are mapped onto design solutions (S) in the design domain, which in turn are mapped onto part and process characteristics (P) in the process/hardware domain. Also illustrated in Figure 4.2 are the design verification loops; this shows that the design verification must be carried out against function at all levels of the design decomposition.

The separation between the functional and physical domains is essential, as it encourages engineers to focus on the functional requirements that need to be delivered by the system, rather that honing in on the design solution at hand. The systems engineering design cascade can be described as zigzagging iterations between the functional and design domains through the levels of the systems hierarchy, until a level of resolution is achieved where engineering design can be carried out (i.e. component level). It is essential that all functions are identified and mapped/cascaded, and not just the main functions; it is often the case that design engineers focus on main functions, and pay less attention to the functions that support system integration. Functional decomposition has further practical importance in that it helps to define the scope for responsibility of a design team (Eppinger, 1991).
The common practical approach to system decomposition is to use the “hardware” basis, i.e. decompose the system into elements. This is sometimes justified by the fact that automotive design is largely evolutionary, so the hardware structure is stable, in particular at high level (e.g. all car models will have a body structure, an engine or powertrain, transmission, driver interface, etc.). The function mapping is often done by attributing customer required functions (defined in the customer domain) to “hardware” clusters, or by setting up functional or “attribute” teams (e.g. driveability) with responsibility for the mapping and integration of a function across hardware groups. However, the increased complexity and multi-disciplinarity of the automotive systems, with a clear shift of focus towards mechatronic and control systems, have made this approach less effective and often impractical. This defines the need for a more structured process for function decomposition which satisfies the following criteria:

- Supports the upfront analysis of the system on a functional basis, leading to a decomposition based on functions, which are then mapped onto design solutions and hardware;
- Facilitates the analysis of interfaces between components and subsystems to identify all functions required for system integration to ensure a robust and reliable delivery of customer required functions;
- Is based on tools and methodology which can be applied across the engineering disciplines (mechanical, electrical, electronic, control and software systems);
- Is integrated with, or based upon, tools currently in use by automotive engineers, to encourage the take up of the process on a broad basis.

The following sections describe the function analysis framework and tools developed on the basis of the above considerations.
4.3.2 Function Decomposition Based on System State Flow Diagrams

The hierarchical functional decomposition is often difficult in practice (Ariyo et al., 2008) and can result in different function tree structures depending upon the team conducting the analysis. This can have severe consequences if support functions required for systems integration remain un-mapped.

Several function based analysis and decomposition frameworks have been discussed in literature (van Eck et al., 2007). The “functional basis” approach by Stone and Wood (2000) provides a consistent framework including a taxonomy for functions and a coherent representation of the overall function in terms of interconnected sub-functions, defined as operations on flows of energy, material and signals between identified inputs and outputs to the system. The Contact and Channel (Albers et al., 2009) framework provides a strong structure of support for functional decomposition. It is based on identifying working surface pairs (WSPs) at the system input and output, and the channel that connects the WSPs within the engineered system. A working surface is described in terms of a state characterised by measurable attributes, and the system function defined as “transfer between the states” (Albers et al., 2011). The functional decomposition is carried out by defining surface pairs with the channel, which correspond to design subsystems. While this framework is highly structured, it uses a taxonomy which is not conducive to the analysis of multi-disciplinary systems.

The system state flow diagram (SSFD) has been introduced (Campean and Henshall, 2008; Campean et al., 2011) as a diagrammatic approach to facilitate a more disciplined functional decomposition of the system. The fundamental idea behind the SSFD is the identification of discrete (stationary or pseudo-stationary) observable states of the flow of energy, material or information through a system, and then the identification of the functions that the system needs to provide in order to achieve the transition between successive states. The SSFD diagram convention is that the states are represented by boxes, which are joined by arrows which denote the functions that need to be achieved by the system to transition between states.

Figure 4.3 illustrates graphically a SSFD for an electric vehicle powertrain (EVP), based on a case study presented in Campean et al. (2011). In an EVP there are three main flows, associated with the three main functions of the system, i.e.:  

1) charge and store energy;  
2) deliver controlled torque to the rear axle;  
3) provide power for vehicle consumer units.

The SSFD analysis normally starts with the identification of the inputs (mains energy and driver demand) and outputs (controlled torque at rear axle and electric power to the fuse box) of the system. The SSFD in Figure 4.3 maps the flows through the system based on identification of states and functions that need to be provided to achieve the transitions between the states. For example, following the flow of electrical energy from the input (mains energy, alternative current AC), a next state of the energy flow is “electric energy/direct current (EE/DC)”; the
function needed is to “convert mains AC into DC”. On a diagrammatic representation such as the SSFD it is convenient to illustrate the mapping of functional requirements onto design solutions, established on the basis of design analysis and synthesis. At high level system analysis, as considered in the EVP example, design solutions are usually thought of in generic terms; e.g. a “Charger” is a generic design solution for the function to “convert mains AC into DC”. This is illustrated in the SSFD in Figure 4.3, which includes the generic design elements in boxes alongside the functions they achieve.

**Figure 4.3.** System state flow diagram for an electric vehicle powertrain (EVP) system

Thus, the SSFD is a composite graphical representation which combines an analysis in the function domain (mapping the main flows through the system in terms of states and functions), and also mapping the design elements in the design domain as systems that will deliver the function. From the SSFD we can extract a conventional function tree, illustrated in Figure 4.4. In common engineering practice the function tree would normally be derived through brainstorming. It is clear that mapping the states of the flow through the system provides a more objective way of deriving the function tree, addressing difficulties of multiple tree shapes for the same system discussed by Ariyo et al. (2008).

Given that the SSFD includes the design elements that deliver the functions, we can easily convert from the SSFD to a conventional system boundary diagram (SBD), illustrated in Figure 4.5, which is a representation of the system in the design domain, showing the system components as boxes, placed within the boundary of the system. The SBD also includes the mapping of the main energy flows through the system, represented as arrows connecting the boxes.

It is common practice to include in an SBD the external elements and systems with which the system interfaces (shown in Figure 4.5 outside the box which defines the system boundary). The double-headed arrows between the system boundary and the external interfacing system indicate that exchanges take place in both directions between the system and the external interfacing systems.
4.3.3 Interface Analysis

The SBD provides a concise graphical representation of the system, indicating the existence of interfaces between components. There can be multiple and complex exchanges at interfaces both within the system boundary and at external interfaces. The SSFD and the SBD are focused on the main energy flows through the system (associated with the main functions, and represented by arrows in the SBD) and, as such, do not provide a meaningful way of documenting multiple exchanges at interfaces. A matrix based tool, referred to as an interface matrix (IM), is commonly used in the automotive industry (Webb, 2002) to systematically analyse the interface exchanges. This type of analysis has been introduced in an automotive context by Pimmler and Eppinger (1994), referred to as interaction matrix. In broader literature this is commonly referred to as Design Structure Matrix (Browning, 2001).

Figure 4.6 illustrates an IM analysis for the EVP. The IM analysis includes both internal (i.e. within the system boundary) and external (i.e. between the system and external systems) interfaces. The analysis of the exchanges is carried out on a flow basis (Pimmler and Eppinger, 1994), i.e. identifying whether at any
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Given interface there is a flow of energy (E), material (M) or information (I). It is also common practice to evaluate whether an interface involves physical (P) touch or contact; this information is primarily useful for capturing any geometrical compatibility requirements at the interface.

While the IM provides a compact analysis of exchanges at interfaces, both internal and external, it does not capture the detail of the actual exchange, normally discussed by the engineering team while analysing a particular interface. This is particularly important as there could be multiple exchanges of the same type at an interface. More significantly, if an exchange (i.e. a flow of E, M or I) is identified at an interface, then a functional requirement must be specified to manage this flow. Any exchange can be either detrimental to the main function of the system (potentially leading to a robustness failure), or beneficial, if not essential, for the system function. In both cases a function is required to manage the exchange. An interface analysis table (IAT) has been suggested (Campean et al., 2011) as an enhancement to the IM. The IAT extract, illustrated in Figure 4.7 as an example shows two interfaces - one internal (Charger - Battery Pack) and one external (Motor - Chassis). The table includes a description of the exchange, a statement of the engineering function required to manage the exchange and an evaluation of the effect of the interface exchange on the main (“high level”) function to which it relates with this main function also being documented in the table. Following Pimmler and Eppinger (1994), the rating of the effect on the main function uses a numeric scale from -2 to +2, the “-” sign indicating that the effect is detrimental to the main function and therefore the interface exchange must be minimised, whereas the “+” sign indicates a beneficial exchange which must be provided to support a main function of the system.

**Figure 4.6. Interface matrix for electric vehicle powertrain**
It is good practice for the IAT to include the unit or method of measurement of the interface exchange and the associated function, as well as a range or target for the function. It is important that the interface functions are part of the functional requirements specification for the system, and thus part of the functional requirements cascade. For example, we can extract from the IAT all functions associated with the “Charger” which will form the basis for the functional requirement specification. While it is tempting to attribute an interface function requirement to one or other of the interfacing systems, this is not always beneficial early in the design process as it might unduly narrow the engineering design options. The recommendation is that interface functions should be cascaded to both interfacing elements with the decision as to which element(s) provides this function left until later in the design process.

4.4 Information Flow within the FMA Process

The IAT is a very comprehensive, information rich document which not only provides a sound basis for the functional requirements specification and cascade, but also feeds into the other tools in the FMA process. The flow of information from the IAT to the other tools in the FMA process is shown in Figure 4.1, with Figure 4.8 illustrating the flow of information from the IAT to the FMEA, which is the main tool for the FMA process step 2 function failure analysis. At each level of analysis (i.e. system, subsystem, component) the FMEA focuses on the main functions for the system under investigation. In taking a function failure mode approach to FMEA (Stamatis, 2003; McDermott et al., 2008), the potential failure modes are (i) no function, (ii) partial function, (iii) intermittent function or (iv) function when not required (command failure). Figure 4.8 illustrates an example of partial function failure of the function “charge the battery”, showing that the interface functions documented in the IAT provide the potential root causes of this function failure mode, recognising that failure to manage an interface function is likely to cause system failure. Thus completing the FMEA based on the IAT provide the potential root causes of this function failure mode, recognising that failure to manage an interface function is likely to cause system failure. Thus completing the FMEA based on the IAT is a much more straightforward process compared to the conventional approach to FMEA (which starts with “brainstorm functions” and continues with the identification of causes in manner which often tends to be based more on the previous experience of failure than on a more fundamental engineering approach). The experience with the FMA process depicted in this paper is that the SSFD based functional decomposition facilitates better (more concise and precise) FMEAs than those developed in a more conventional manner.
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<table>
<thead>
<tr>
<th>CellRef</th>
<th>Interface</th>
<th>Type</th>
<th>Effect</th>
<th>Description</th>
<th>Function Required</th>
<th>High Level Function</th>
</tr>
</thead>
<tbody>
<tr>
<td>1-B</td>
<td>Charger / Battery Pack</td>
<td>1</td>
<td>2</td>
<td>Battery SoC not detected / sensed</td>
<td>Prevent Battery state of charge info to Charger</td>
<td>Charge Battery</td>
</tr>
<tr>
<td>A-2</td>
<td>Battery temperature info to charger</td>
<td>2</td>
<td>1</td>
<td>Battery temperature info to charger</td>
<td>Prevent Battery state of charge info to Charger</td>
<td>Charge Battery</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Item / Function</th>
<th>Potential failure</th>
<th>Potential effects of failure</th>
<th>Potential causes / mechanisms of failure</th>
<th>Current design controls</th>
</tr>
</thead>
<tbody>
<tr>
<td>1-A Charge Battery</td>
<td>Battery overcharged</td>
<td>Damage to system</td>
<td>Battery SoC not detected / sensed</td>
<td>Battery temp sensor DVP / Ref. Battery temp sensor DFMEA</td>
</tr>
<tr>
<td>Battery SoC not transmitted to Charger</td>
<td></td>
<td></td>
<td></td>
<td>Harness fault &amp; SSD / Ref. Harness DFMEA</td>
</tr>
</tbody>
</table>

Figure 4.8. Illustration of flow of information from IAT to FMEA

There is a similarly straightforward flow of information from the IAT to other FMA tools (such as function fault tree analysis and P-diagram), supporting both FMA step 3 “countermeasure development” and the FMA step 4 “robust design verification”. The fundamental conjecture is that a noise factor can only affect a system through an interface and so if the interface analysis is complete (i.e. all exchanges have been identified and characterised, and engineering functions specified), then all noise factors that can affect the functional performance of the system should have been captured (so there is no need to “brainstorm” noise factors in developing a P-diagram). Consequently, countermeasure development is in fact design optimisation based on all functional requirements and constraints (expressed in relation to the interface management functions) documented in the IAT. Similarly, the robust design verification process should demonstrate that the system achieves its function given the effect of the interface exchanges identified in the IAT, i.e. these interface exchanges need to be included in the design verification matrix.

4.5 Integration with the Automotive Systems Engineering Design

Systems engineering design in automotive industry is carried out at successive levels from high level system-of-systems (e.g. vehicle level) down to subsystems (e.g. powertrain), sub-systems (e.g. charger unit) and components (e.g. sensor), as illustrated by the Systems Engineering Vee model in Figure 4.9.

The FMA process should be applied at each level, starting with the highest level. Function analysis should always start at the highest level possible, where it can be directly linked to customer requirements, followed by iterative decomposition, setting the scope and resolution for analysis at each level. Within an FMA based SED framework, the functional requirement cascade should be underpinned by the IAT, which documents all functions needed, both for the main flow and the interface exchange management. Function failure modes must also be identified and prioritised early in the process, i.e. starting with the highest level system analysis, and cascaded down through to subsystems. As discussed earlier, ultimately, robust countermeasure development is based on robust design optimisation and as such can only take place at component level. Therefore
countermeasure development cannot be completed at the higher levels system analysis (e.g. vehicle or powertrain), but functional requirements (including interface requirements) and critical function failure modes are cascaded down through the Systems Engineering Vee, to support subsequent robust countermeasure development. Design verification can be planned at each level of the system analysis, incorporating the effect of noise factors identified through the interface analysis. Verification tests can be planned at each system level to ensure that the reliability and robustness of the system is confirmed given the design countermeasures are in place.

The integration of the FMA process described in this paper with the SED Vee framework is illustrated in Figure 4.10. This shows the holistic two-dimensional integration of the FMA framework with the SED framework, based on:

- **Horizontal integration**: based on the iterative deployment of the FMA process at each system engineering level – from vehicle level down to powertrain, charger unit and sensor component;
- **Vertical integration**: based on the cascade of functional requirements, critical failure modes and design verification plans through the system levels, with iterative upward validation on the basis of the design verification results.

![Figure 4.9. Systems Engineering Vee](image)

![Figure 4.10. SED framework based on FMA](image)
It is important to note that the IAT provides the basis of a strong information flow throughout the systems engineering cascade. For example, from the EVP IAT we can extract all the functional requirements associated with the charger unit, (including interface functions) and cascade these down from the powertrain level to the charger as a subsystem. The subsystem level analysis will be carried out by a different team, often at a different company (e.g. a supplier) if the component is outsourced. It is therefore very important that all interface functions are identified and cascaded, as well as the significant potential failure modes, because otherwise the supplier team are unlikely to have a vision and understanding of the exchanges between their system and other systems (both internal and external). The implication is that the subsystem FMA analysis should be carried out within the context of the system level analysis, rather than as a stand-alone separate analysis, which is often the engineering practice. For example in analysing the charger unit, we are in fact zooming in with the analysis to one of the subsystems within the EVP. Looking at this cascade in terms of the SBD, it is clear that the charger unit will have the same external interfaces as the EVP, shown in Figure 4.5 (although the charger will not interface with all EVP external elements - e.g. there should be no interface with the electric motor), and some of the EVP internal interfaces will become external interfaces for the charger (e.g. the battery pack is an external interface for the charger unit). Figure 4.11 illustrates the cascade of interfaces to the charger unit in graphical format, the detail of the interface exchanges being already documented in the EVP IAT.

**Figure 4.11.** Illustration of the cascade of interfaces to subsystem level

Being integrated with the SED framework, the FMA process is also integrated with the Product Development framework. In this context the FMA process fulfils an important role in that it provides the information content for effective gateway review process, on the basis of functional requirements, critical functional failure modes and robust design verification outcomes (Campean et al., 2013).
4.6 Discussion and Conclusions

The aim of this paper was to present an approach to systems engineering design which embeds the failure mode avoidance paradigm, framework and support tools. The FMA framework developed by the Engineering Quality Improvement Centre at the University of Bradford is based on a four step process, illustrated in Figure 4.1, which is iteratively applied at all levels within the systems engineering cascade, as illustrated in Figure 4.9. The FMA framework has a very strong functional basis, and it promotes the discipline of maintaining the domain separation throughout the systems engineering design process. This is seen as an effective way of avoiding the common pitfall of honing in on a known design or “hardware” solution, without considering the functional requirements in a holistic way (i.e. including the system integration requirements).

A main focus of the paper has been the discussion of a structured approach to function decomposition. This has great practical importance, not just in order to produce a representation of the team’s understanding of how the system achieves its functions, but it also helps to define the scope for responsibility for the design teams on a functional basis. This is useful both in terms of aligning the PD organisation with the functional decomposition of the system, and also in communicating functional requirements for outsourced subsystems.

The function analysis and decomposition is based on three main tools: system state flow diagram, boundary diagram, interface matrix and interface analysis table. The function tree, which has long been regarded in industry as the main tool for function analysis, can be derived as a by-product from the more structured and fundamental SSFD tool. The iterative use of these tools, as discussed and illustrated in Section 4.2 of this chapter, provides a highly structured framework which maintains the separation of the domains throughout the analysis, leading to a complete and comprehensive functional decomposition and mapping, covering both the main functions and those required to manage interfaces. Information gained from this analysis is compactly documented in the IAT. Of the methods discussed in the literature, the contact and channel method (CCM) (Albers et al., 2009) offers a similarly structured and comprehensive approach, which offers both a rigorous functional decomposition and potential for identifying interface exchanges as functional requirements. However, the CCM appears to be less portable across engineering disciplines in particular on modelling information flows, and it is less integrated with other tools commonly used in the automotive industry, which will likely inhibit a large scale take up by the engineering teams.

The IM tool widely used in the automotive industry is similar to the design structure matrix (DSM) (Browning, 2001; Clarkson et al., 2004), except that it places a strong emphasis on the external interfaces (with external elements and systems) - which play an important role within the automotive industry. As argued by Davis (2007), the noise space that a vehicle is subject to even under “normal” driving conditions is much more complex than the noise space in industries such as nuclear or even aerospace. The framework used by the IM tool to identify interface exchanges is based on the generic classification of flow as energy/material/information and physical touch. An alternative framework
discussed in literature is the so-called “linkage modelling method” (LMM) (Jarratt, 2004), which suggests a characterisation and classification of interface exchanges in more detail - which has some advantage from a mechanical engineering analysis point of view, as it provides a more accurate description of the linkage compared to the PEIM framework. However, the IM approach is much easier to apply to a multi-domain context - which is an important practical consideration.

The authors’ extensive experience of facilitating the implementation of this process in a real world automotive systems engineering design context has been very positive. Feedback from engineering teams working across different systems (representative of the multi-domain context of automotive systems engineering design) has highlighted (i) the structured approach to function decomposition which removes the reliance on brainstorming, delivering a more objective and comprehensive analysis; (ii) the portability of the approach across multiple domains - the same tools and process can be used to analyse predominantly mechanical components as well as software features; and (iii) the strong integration of the whole process through the information flow between the tools. While completing the function analysis tools, in particular the IAT, still require a significant effort/resource, this is seen as an integral part of the systems engineering design process (as the basis for functional requirement specification) and it greatly simplifies the completion of the FMA downstream tools - such as the FMEA. Most importantly, this analysis is carried out early in the product development process, providing strong facilitation for failure mode identification.
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